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# Introduction

Before attempting the exercises in this document, it is assumed that the following documents have already been read:

* Sif3Framework .NET Developer’s Guide
* Sif3Framework .NET Demo Usage Guide

The exercises presented here run the demo projects included with the SIF 3 Framework, and copy heavily from the information presented in the above documents.

# Exercise 1: SIF 3 Framework Installation & Verification

**Task:**

* Download the SIF 3 Framework
* Load the SIF 3 Framework into Visual Studio
* Create an Environment
* Start the Environment Provider
* Start the demo StudentPersonal Provider
* Run the demo StudentPersonal Consumer

## Download the SIF 3 Framework

The SIF 3 Framework can be downloaded from GitHub. To do so, use the following link and click on the “Download ZIP” button.

<https://github.com/nsip/Sif3Framework-dotNet>

Once downloaded, extract to an appropriate directory.

## Load the SIF 3 Framework into Visual Studio

The Visual Studio Solutions for this framework can be found under the Code directory. For the demo projects to be run, the Sif3Framework and Sif3FrameworkDemo Solutions need to be loaded into Visual Studio and built. If loaded for the first time, Visual Studio may require time to retrieve associated third party libraries that have been referenced via NuGet.

Once opened in Visual Studio, no additional configuration should be required to run the demo projects. This framework was developed using Visual Studio 2013, but should load in the Express version.

## Create an Environment

Before a Service Consumer and Object Service Provider can interact, an Environment must be created to manage the session information between them. Once an Environment has been defined, then the Service Consumer and Object Service Provider are able to register to that Environment. This registration is managed by an Environment Provider.

Environment definition generally falls under the domain of a SIF Administrator. However, creation of an initial Environment for this demo is performed by running the *Scripts\BAT\Demo execution\DemoAuSetup.bat* script. This script uses the Sif.Framework.Demo.Setup project to create and populate a demo database with an initial Environment definition. An SQLite database is used so that no configuration changes are required to be able to run this demo out of the box.

All mandatory information associated with the applications (e.g. applicationKey, sharedSecret) have been predefined for these demos.

## Start the Environment Provider

Open the Sif3Framework Solution in Visual Studio and simply run it (by clicking on the Internet Explorer button shown below).

![Internet Explorer button](data:image/png;base64,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)

If the Internet Explorer button is not visible, it will be necessary to make the Sif.Framework.EnvironmentProvider project of the Solution the single start-up project.

The Sif.Framework.EnvironmentProvider project has been configured to run in IIS Express on a particular port (as specified in the Visual Studio Project properties). This port is referenced in the Environment configured from the previous section.

For the moment, ignore the “HTTP Error 403.14 – Forbidden” message that appears in the popped up Internet Explorer window on start-up. As this is a Web API service, the fact that it does not have a home page is not relevant for this demo.

## Start the demo StudentPersonal Provider

Load the Sif3FrameworkDemo Solution into Visual Studio, set the single start-up project to Sif.Framework.Demo.Au.Provider and simply run it (by clicking on the Internet Explorer button shown below).

![Internet Explorer button](data:image/png;base64,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)

As with the Sif.Framework.EnvironmentProvider, the Sif.Framework.Demo.Au.Provider project has been configured to run in IIS on a particular port.

## Run the demo StudentPersonal Consumer

Once the Environment Provider and StudentPersonal Provider have been successfully started, run the *Scripts\BAT\Demo execution\DemoAuConsumer.bat* script to start the StudentPersonal Consumer. This script runs the Sif.Framework.Demo.Au.Consumer Project of the Sif3FrameworkDemo Solution.

## Review expected behaviour

The scenario illustrated in this demo is one where a Consumer is making a call for student data in a Direct Environment. As such, once this data has been consumed, the demo has been completed.

In this case, the StudentPersonal Consumer simply prints the (10) student details to the console. Once the details have been printed, the Environment Provider and StudentPersonal Provider instances can be stopped.

# Exercise 2: First Consumer

**Task:**

* Implement a StudentPersonal Consumer from scratch

## Consumer pre-requisites and configuration

Even though the demo projects that come with the SIF 3 Framework already include a StudentPersonal Consumer, it is useful to implement your own to understand the third party libraries and configuration required for implementing a Consumer from scratch. To this end, in Visual Studio create a new Solution and new Console Application Project.

### log4net

Using “Manage NuGet Packages…”, add the log4net package to this project. Instructions on the use of log4net fall outside the scope of this document. However, the following paragraphs summarise log4net configuration required for log output.

Add the following line of code to the end of the AssemblyInfo.cs class.

[assembly: log4net.Config.XmlConfigurator(Watch = true)]

Add appropriate log4net Appenders and Loggers to App.config. For those new to log4net, it would be simpler if the App.config file from the demo Consumer project is copied.

### AutoMapper

Under normal circumstances, the AutoMapper package would be added in the same manner as the log4net installation. However, due to an issue encountered when using the current release of AutoMapper (3.2.1), the version used in this framework is AutoMapper 3.1.1. To add this version of AutoMapper to new projects, within Visual Studio select the Consumer project and run the following command in the Package Manager Console.

PM> Install-Package AutoMapper -Version 3.1.1

### SIF 3 Framework libraries

Add the following libraries from the SharedLibs directory included with this Framework:

* Sif.Framework 0.18.0\Sif.Framework.dll
* Sif.Specification.Infrastructure 3.0.1\Sif.Specification.Infrastructure.dll
* Sif.Specification.DataModel.Au 1.3\Sif.Specification.DataModel.Au.dll

### SIF 3 Framework configuration

For a Consumer to run, certain configuration settings are required. These settings identify the Consumer to the Environment Provider. The easiest way to define these settings is to copy the SifFramework.config file from the demo Consumer project.

For these exercises, leave the settings as they are since they already correspond to the Environment information stored in the demo database (used by the Environment Provider). For more information on these configuration settings, refer to the “Sif3Framework .NET Demo Usage Guide” document.

## Define the StudentPersonal data model

For implementing a Consumer, a SIF data object needs to be specified. In this case, the StudentPersonal data model will be used. A requirement for the use of this Framework is that the model object used has to implement the IPersistable interface as well as be a SIF data model. For an example implementation, refer to the Consumer demo project.

Create a new class (e.g. StudentPersonal.cs) and implement the IPersistable interface (where the Id property equates to the RefId of the SIF data object).

It is important that the model object used will serialise (XML) to meet the AU 1.3 Data Model Specification. To assist with this requirement, the Sif.Specification.DataModel.Au.v1\_3 Project can be used as a reference for any AU 1.3 data model objects used.

## Implement the StudentPersonal Consumer

To implement the Consumer, create a new class (e.g. StudentPersonalConsumer.cs) that extends the GenericConsumer class with the previously defined data model class (e.g. StudentPersonal.cs) as the generic type. Implement the constructors to simply call upon the “base” constructors of the GenericConsumer class.

## Implement a console application

Create a class with a Main() method that will be run the StudentPersonal Consumer. In the Main() method, instantiate the new Consumer class (e.g. StudentPersonalConsumer.cs) by calling the constructor that takes multiple string parameters, and pass it a parameter of “Sif3DemoApp” (to match the Environment settings used by the existing demo Provider project).

Call the Register(), Retrieve() and then Unregister() methods, writing the student details retrieved to the console.

## Test the StudentPersonal Consumer

To test the newly created StudentPersonal Consumer, repeat Exercise 1 replacing the demo Consumer with this Consumer.

## Advanced exercise

If you have successfully completed this exercise and have more time, why don’t you try to “Update” a student?

# Exercise 3: CRUD Provider – SchoolInfo

**Task:**

* Implement a SchoolInfo Provider (or any other object of your choice)
* Test using Postman, or implement a SchoolInfo Consumer

## Provider pre-requisites and configuration

In Visual Studio, create a new Solution and new ASP.NET Web Application Project (an empty project set for Web API). For those new to Web API, refer to the following web page:

<http://www.asp.net/web-api/overview/getting-started-with-aspnet-web-api/tutorial-your-first-web-api>

### NHibernate

Using “Manage NuGet Packages…”, add the NHibernate package to this project. Instructions on the use of NHibernate fall outside the scope of this document.

Copy the SifFramework.cfg.xml NHibernate configuration file from the demo Provider project into this project. For the sake of this exercise, leave the SifFramework.cfg.xml unchanged to use the existing SQLite demo database (defined using relative paths).

### SQLite

Using “Manage NuGet Packages…”, add the SQLite package to this project. Instructions on the use of SQLite fall outside the scope of this document.

### AutoMapper

Under normal circumstances, the AutoMapper package would be added in the same manner as the NHibernate and SQLite installations. However, due to an issue encountered when using the current release of AutoMapper (3.2.1), the version used in this framework is AutoMapper 3.1.1. To add this version of AutoMapper to new projects, within Visual Studio select the Provider project and run the following command in the Package Manager Console.

PM> Install-Package AutoMapper -Version 3.1.1

### SIF 3 Framework libraries

Add the following libraries from the SharedLibs directory included with this Framework:

* Sif.Framework 0.18.0\Sif.Framework.dll
* Sif.Specification.Infrastructure 3.0.1\Sif.Specification.Infrastructure.dll
* Sif.Specification.DataModel.Au 1.3\Sif.Specification.DataModel.Au.dll

### Web API specific configuration

Due to the different methods the .NET Framework uses to XML serialise objects, the Global.asax.cs file that comes with the Project needs to be updated to specify a particular serialisation method. This is achieved by the following lines of code:

XmlMediaTypeFormatter formatter =

GlobalConfiguration.Configuration.Formatters.XmlFormatter;

formatter.UseXmlSerializer = true;

In addition, due to the default behaviour of the inherent XML serialiser used by Web API, the additional lines of code (below) are also required in the Global.asax.cs. Without these lines, the SchoolInfosController would return a list of school records with a root element of <ArrayOfSchoolInfo> instead of the required <SchoolInfos>.

ISerialiser<List<SchoolInfo>> schoolInfosSerialiser =

SerialiserFactory.GetXmlSerialiser<List<SchoolInfo>>

(new XmlRootAttribute("SchoolInfos"));

formatter.SetSerializer<List<SchoolInfo>>((XmlSerializer)schoolInfosSerialiser);

## Define the SchoolInfo data model

For implementing a Provider, a SIF data object needs to be specified. In this case, the SchoolInfo data model will be used. A requirement for the use of this Framework is that the model object used has to implement the IPersistable interface as well as be a SIF data model. For an example implementation (of a student), refer to the Provider demo project.

Create a new class (e.g. SchoolInfo.cs) and implement the IPersistable interface (where the Id property equates to the RefId of the SIF data object).

It is important that the model object used will serialise (XML) to meet the AU 1.3 Data Model Specification. To assist with this requirement, the Sif.Specification.DataModel.Au.v1\_3 Project can be used as a reference for any AU 1.3 data model objects used.

## Implement the SchoolInfo service interface

Create a class (e.g. SchoolInfoService) that implements the IGenericService interface with the previously defined data model class (e.g. SchoolInfo.cs) as the generic type. For these exercises, it would be sufficient to only implement the Retrieve() method.

## Implement the SchoolInfo Provider/Controller

To implement the Provider, create a new class (e.g. SchoolInfosController.cs) that extends the GenericController class with the previously defined data model class (e.g. SchoolInfo.cs) as the generic type. In the default constructor, call upon the “base” constructor of the GenericController class that accepts a service interface (in this case, the newly created SchoolInfoService).

As the Web API specification relies heavily on coding convention, a couple of very important points to take into account when implementing a Provider:

1. The Web Service class must end in “Controller”; and
2. The prefix to “Controller” defines the Web Service URL, and therefore the Controller MUST be named SchoolInfosController (not SchoolInfoController).

## Create a new Environment for the SchoolInfo Provider

Open the Project properties of this SchoolInfo Provider and copy the Project Url from the Web section.

Edit the *Data files\AU\EnvironmentResponse.xml* file of the Sif.Framework.Demo.Setup Project and replace the *requestsConnector* URL with the URL of the new SchoolInfo Provider (keeping /api). Re-run the *Scripts\BAT\Demo execution\DemoAuSetup.bat* script.

## Start the SchoolInfo Provider

To test the newly created SchoolInfo Provider, repeat Exercise 1 replacing the demo Provider with this Provider and ignoring the running of a Consumer.

## Test the SchoolInfo Provider

### Postman (Chrome Plugin)

To test the SchoolInfo Provider without an actual Consumer, a REST Client is required. For these exercises, the Postman plugin for Chrome will be used (<https://chrome.google.com/webstore/detail/postman-rest-client/fdmmgilgnpjigdojojpjoooidkmcomcm?hl=en>). The following steps need to be performed:

* Create an Environment
* Retrieve all Schools

#### Create an Environment

Use Basic Auth with a Username of “Sif3DemoApp” and a Password of “SecretDem0”. These authentication settings have been pre-defined in the demo database using the Sif.Framework.Demo.Setup project (refer to the *Data files\AU* XML files).

Use a URL of <http://localhost:62921/api/environments/environment>.

Use the POST HTTP operation.

Provide the following payload with the HTTP request (as pre-defined in the Sif.Framework.Demo.Setup project).

<?xml version="1.0"?>

<environment xmlns="http://www.sifassociation.org/infrastructure/3.0.1">

<solutionId>Sif3DemoSolution</solutionId>

<authenticationMethod>Basic</authenticationMethod>

<instanceId></instanceId>

<userToken></userToken>

<consumerName>Sif3DemoStudentPersonalConsumer</consumerName>

<applicationInfo>

<applicationKey>Sif3DemoApp</applicationKey>

<supportedInfrastructureVersion>3.0.1</supportedInfrastructureVersion>

<dataModelNamespace><http://www.sifassociation.org/au/datamodel/1.3>

</dataModelNamespace>

<transport>REST</transport>

</applicationInfo>

</environment>

Specify the following headers:

* Authorization - Basic U2lmM0RlbW9BcHA6U2VjcmV0RGVtMA==
* Content-Type – application/xml
* Accept – application/xml

The Authorization header specified above is generated from Basic Auth with the provided Username and Password from above.

Once ready, send the POST request and save a copy of the response payload (which should match the *Data files\AU\EnvironmentResponse.xml* file).

#### Retrieve all Schools

From the response payload of the Environment POST operation (above), store the <sessionToken> value and the requestsConnector URL.

Using Basic Auth, set the Username to this <sessionToken> value and a Password of “SecretDem0”.

For the URL, use that returned as the requestsConnector URL, e.g. [http://localhost:<port>/api/SchoolInfos](http://localhost:%3cport%3e/api/SchoolInfos).

Use the GET HTTP operation.

Specify the following headers:

* Authorization – as generated from Basic Auth with the provided Username and Password from above
* Content-Type – application/xml
* Accept – application/xml

Once ready, send the GET request. The response payload should contain a list of schools.

### Implement a SchoolInfo Consumer (optional)

Implement a SchoolInfo Consumer as per the StudentPersonal Consumer created in Exercise 2 and run against the newly created SchoolInfo Provider.

## Advanced Exercise

If you have finished the above exercise successfully and have more time, implement remaining methods in the SchoolInfo Provider class.

# Important notes

## Issues with the Environment Provider

There is an existing issue with the Environment Provider whereby if an error occurs with data consumption or provision, an entry in the demo database is not being properly removed. As a workaround, should an exception occur during these exercises, it is highly recommended that the demo database be re-created before starting the Provider or running the Consumer. This can be performed by executing the *Scripts\BAT\Demo execution\DemoAuSetup.bat* script.